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### A New Software Platform for BCI

The Colorado Electroencephalography and Brain-Computer Interfaces Laboratory version 3 (CEBL3) is a complete re-write of The CSU BCI Group's flagship software platform.

Most currently available BCI software packages fall short in one of two areas:

1) or they are not well-suited for real-time and interactive experiments.

2) or they can not be easily and rapidly extended to use new paradigms, methods, algorithms or interfaces.

CEBL3 addresses these issues through the use of high-level programming languages and constructs and through a modular design that promotes code-reuse throughout the entire process of developing BCI prototypes.

CEBL3 also includes a number of state-of-the-art signal processing and machine learning algorithms as well as various modules for graphics, visualization and rapid development of user interfaces and communication protocols.


CEBL3 is written almost entirely in Python.

Python is a concise programming language with a number of features that aid in the rapid-development of clearly-written code.

Python has many available packages that allow developers to leverage existing functionality.

CEBL3 relies heavily on NumPy and SciPy, which are highly optimized for numerical computations. These libraries, along with a few custom C and Cython modules, allow CEBL3 to achieve the levels of performance required for developing real-time BCI applications.

wxPython is used for the CEBL3 graphical interface. wxPython is portable, extensible, straightforward to use and includes many features and widgets.

### Modular Design

CEBL3 follows a modular, two-tiered design approach.

The first tier contains modules that are generally useful for EEG analysis. Such as signal processing and machine learning algorithms.

The second tier contains modules that are specific to real-time functionality. This includes, hardware drivers, widgets and classes for developing BCI modules, called "pages."

This two-tiered design follows the development process from beginning to end:

A researcher can first test new ideas in an offline fashion in the first tier.

Successful experiments can then be promoted to real-time pages in the second tier.

### Offline Analysis in Jupyter Notebooks

Offline analysis can be performed using Jupyter Notebooks.

Jupyter Notebooks provide a graphical, browser-based environment for performing data analysis in Python.

The cebi package can be imported in order to take advantage of all the first-tier features.

Many of these routines provide convenient plotting and manipulation routines.

Much of this code can then be re-used when creating real-time BCI pages.

### Signal Processing

CEBL3 currently includes a number of standard and advanced signal processing algorithms, including:

- IIR and FIR bandpass filters.
- Moving averages and wiener filters.
- Resampling and temporal interpolation.
- Spatial interpolation in 2d, 3d and spherical coordinates using linear, cubic, nearest-neighbor or radial basis function approaches, including splines.
- Source separation using Maximum Signal Fraction, Independent Components Analysis, Common Spatial Patterns and Principal Components Analysis.

### Machine Learning

CEBL3 also includes a number of machine learning algorithms that are useful for signal classification in Brain-Computer Interfaces, such as:

- Linear and Quadratic Discriminant Analysis with covariance shrinkage regularization
- Linear Logistic Regression with L2 and L1 norm regularization
- Feedforward, Recurrent and Convolutional Artificial Neural Networks with L2 and L1 norm regularization
- K-Nearest Neighbors
- Self-Organizing Maps
- Various optimization routines
- General framework for linear, non-linear and recurrent autoregressive models.

### Current BCI Pages

CEBL3 was designed to be versatile enough to support a number of BCI paradigms.

We have implemented a number of standard and novel BCI pages.

A P300 Grid Speller follows a layout similar to model smart-phone keyboards and includes options for adjusting time, classifiers and color scheme. This provides flexibility for those with vision and cognitive impairments.

A Pie-Menu interface can be controlled using mental tasks or a P300-style paradigm. Bars grow toward a user's selection to provide immediate feedback.

After learning to control a motor imagery task using a pie-menu interface, users may attempt to control a version of the popular "pong" video game.

We have also developed a multi-media player that can be controlled using a P300-style pie-menu. A user is able to select their choice of music using only a few degrees of control. This requires minimal concentration and may be more tolerable than flashing rows and columns.

Using a similar idea, we have also constructed interfaces for controlling mobile robotics platforms, including an ER1 robotic car and a Baxter robot using the VREP robotics simulator.

By leveraging more goal-directed behavior, we hope that we will eventually be able to control various types of robotics and prostheses.